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Abstract. In this paper we discuss a framework by which one might approach questions of consistency in UML. The framework derives from work undertaken in the Open Distributing Processing (ODP) standardisation initiative which looked at consistency checking across the ODP viewpoints.

This work has resonance with some of the problems facing those using the many different aspects of UML, and the purpose of this paper is to discuss how the existing work could be applied in a UML context.
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1 Introduction

The UML is rather unique as a modelling language, since it combines multiple notations in a loosely coupled framework. Indeed this combination of multiple notations defined in a framework which is non-prescriptive (i.e., a designer is free to use and interpret these notations with some freedom) has many potential benefits, and has helped its popularity.

There is a flip side, however: the loose coupled nature means there does not exist a unified semantics. This lack of semantics means that it is not immediately clear how to determine the consistency of a UML specification, or indeed what consistency means in the language.

This situation contrasts with most notations, even wide-spectrum languages such as RAISE [22] or ones containing more than one sub-notation as in SDL [11]. In these situations a unified semantics is defined as part of the language, and this allows a smooth transition to be defined between the sub-notations in the language, and a well-defined notion of consistency to be given.

However, there are existing techniques and a wide-ranging body of work that offer ways to approach the problem of defining and checking consistency for UML. In particular, we focus here on the work on viewpoints, or partial specifications, which has investigated ways in which to check consistency for combinations of disparate notations.

The problems facing UML can, we believe, usefully draw upon many of these ideas and the purpose of this paper is to draw out some of these ideas and comment on how UML might build upon this existing work. We thus offer less
of a solution to the issue of consistency in UML, but rather tentatively put forward a framework by which techniques might be developed.

In Section 2 of this paper we discuss the ideas of viewpoints and partial specification. The central thesis is that a viewpoint represents one particular perspective of a system, that is, it is a partial specification. There are a number of approaches to partial specification but, like UML, they all bring an attentive problem, viz. how to check whether the partial specifications are consistent with one another.

In this paper we focus on work related to one particular viewpoints approach, namely that which has taken place in the Open Distributed Processing (ODP) domain. ODP [25] was initially developed as a standardisation framework for distributed systems, but has more recently been proposed as a development architecture for the construction of distributed systems [12]. In Section 3 we describe the approach to consistency in ODP, with pointers to its relevance to work on consistency in UML. This is expanded in Section 4 where we sketch some of the techniques that are available to check the consistency of specifications. Section 5 then describes the issues that would need to be resolved for this work to be applied to a UML context.

2 Viewpoints and partial specification

To understand the relevance of the work on viewpoints and partial specification consider the UML specification given in Figures 1, 2, and 3.

Fig. 1. Class diagram of a video on demand browser

These consist of a class diagram to define some of the structural aspects of the system, a state chart to define the behaviour within one particular object, and a sequence diagram to define some of the allowable interactions between the components in the system.

No single diagram defines the behaviour of the complete system, this is only given by their collective constraints. Indeed, the philosophy of UML is that complex systems are best specified via a number of different views of a model.
Thus each diagram represents a *partial description* of the complete system. Such a partial description is usually called a partial specification or a viewpoint [18].
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**Fig. 2.** State chart for the video on demand browser

Work on viewpoints goes back many years, with relevant work being done in requirements engineering [20], formal system development [36], distributed systems [24] and in software engineering in general [31]. The idea is that rather than having a single thread of system development, in the style of the classic waterfall approach, multiple partial specifications (i.e. viewpoints) of a system are considered. Each particular specification represents a different perspective on the system under development and, in fact, may well be written by a different specifier.

Work in distributed systems is of particular relevance since there has been significant progress on viewpoint consistency in that domain, and in particular within the Open Distributed Processing standardisation initiative.

The Open Distributed Processing is a joint ITU/ISO standardization framework for constructing distributed systems in a multi-vendor environment. The architecture has reached a level of maturity, with the main ODP document, the Reference Model for Open Distributed Processing (RM-ODP), an established international standard. For introductions see [28, 29, 2] and the standards documents themselves [24]. Significant features of ODP include object based specification and programming, use of transparencies to hide aspects of distribution and viewpoints. The latter has relevance to UML since the viewpoints provide a basic separation of concerns, enabling different participants to observe the system from suitable perspectives and at suitable levels of abstraction.

A central tenet of ODP is the use of these viewpoints to decompose the task of specifying distributed systems, and this has resonance with the use of different diagrammatic notations within UML. ODP defines five viewpoints, *Enterprise, Information, Computational, Engineering and Technology*. It is beyond the scope of this paper to give a full introduction to ODP viewpoints modelling. The interested reader is referred to [27]. In contrast to many other viewpoint models,
ODP viewpoints are predefined and in this sense *static*, i.e., new viewpoints cannot be added, and this contrasts with how they arise in other models, e.g., [20]. Each of the viewpoints has a specific purpose and is targeted at a particular class of specification.

One of the consequences of ODP adopting a multiple viewpoints approach to development is that descriptions of the same or related entities can appear in the different viewpoints and must co-exist. Thus, the different ODP viewpoints can impose contradictory requirements on the system under development and consistency of specifications across viewpoints becomes a central issue. The problem is complicated by the fact ODP viewpoint specifications can be written in different languages, that is, languages particularly suited for the viewpoint at hand, e.g., Z [32] for the information viewpoint and LOTOS [5, 23] for the engineering viewpoint [7].

A significant amount of work has taken place on consistency in ODP [8, 1, 17]. In particular, a number of research projects were undertaken at the University of Kent at Canterbury in order to explore this issue. The scope of the work was broad, including theoretical investigations of the nature of consistency checking [10, 6], techniques for consistency checking within specific formalisms, e.g., LOTOS [33, 10, 34] and Z [4, 16] and, techniques for consistency checking across specification languages [14, 15]. The rest of the paper explains the approach and discusses how the solutions developed might be applied in a UML context.
3 Consistency in ODP

The complete specification of any non-trivial distributed system involves a very large amount of information. Attempting to capture all aspects of the design in a single description is generally unworkable. Most design methodologies aim to establish a coordinated, interlocking set of models each aimed at capturing one facet of the design, satisfying the requirements which are the concern of some particular group involved in the design process. In ODP, this separation of concerns is established by identification of five viewpoints [24]. For each of the five viewpoints, the reference model presents a set of definitions and a set of rules which constrain the ways in which the definitions can be related, this is known as a viewpoint language.

Furthermore, since different languages are applicable to the specification requirements of different viewpoints, e.g., LOTOS for the engineering viewpoint and Z/Object-Z for the information viewpoint, consistency checking for ODP specifications must be performed both within and across specific languages.

The relevance to UML should be obvious. The problem of consistency in ODP is one of relating partial specifications of a system. These specifications will typically be written in different notations, with some of the partial specifications existing at the same level of abstraction, but others existing at different levels of abstraction. Although the context is slightly different, this is the same issue, essentially, as that facing UML. The UML situation does have one advantage, and that is that the specification languages used are known in advance (i.e., they are the notations that make up the UML). Thus, we know the set of notations that will potentially arise in a UML specification, whereas in general in ODP any specification language at all could be instantiated as one of the viewpoint languages.

In order to be able to check the consistency of multiple viewpoint specifications (whether in ODP or UML) we first need to define what is meant by consistency. This is not obvious, for example, at one time the ODP reference model alluded to three different definitions. However, this can be resolved by adopting a formal framework (e.g., see [9]) and this provides a definition of consistency between viewpoints general enough to encompass all three ODP definitions.

The traditional way to check for consistency is by translating all the viewpoints to a common underlying semantic framework (e.g., first order predicate logic [36]) – if all of these translations have a common model (their conjunction is satisfiable) then the viewpoints were consistent. However, this approach suffers from traceability problems, see [3]: a reported inconsistency will be in terms of the semantic framework, and can normally only be partially translated back into the original languages. In any case, it will be hard to recover all of the original syntactic structure in such a back-translation. Additionally, the use of an underlying common model, also due to loss of syntax, makes incremental consistency checks (on a specification in development) more difficult.

An alternative approach to consistency checking is described in [9,10,6]. Here consistency of viewpoint specifications is defined as the existence of a common “implementation”.
Although intuitively pleasing, this definition is not practical for actual consistency checking. It would require the viewpoint specifiers to attempt to reconcile their viewpoints and prototype an implementation each time a consistency check was desired, which, if at all possible, is completely unrealistic. Hence, for consistency checking to be feasible, it has to be defined at the abstract level of specifications. This is realised by using two important concepts: refinement relations and correspondences.

The latter of these is a concept for describing the common aspects of different viewpoints. The issue of consistency only arises because viewpoints may overlap on certain aspects of the envisaged system. In simple examples, such overlapping parts will be linked implicitly by having the same name and type in both viewpoints. In general however, we may need more complicated descriptions for relating these common aspects. Correspondences provide this linkage. It is also worth pointing out that although correspondences between viewpoints may be quite complex and intricate, many of them are generic. In the RM-ODP, for example, many such correspondences can be derived directly from the ODP architectural semantics, in UML some correspondences will arise from the different roles the notations play.

Refinement is the usual notion of development, and its use is well documented elsewhere. Its use is that the consistency of several partial specifications can be checked by finding a common refinement. If both specifications use the same refinement relation, and the refinement relation is complete (in the sense that all implementations can be obtained by refinement), existence of a common refinement is even necessary. Furthermore, under certain conditions common refinement of viewpoint specifications can be used to check consistency with additional viewpoints, ensuring that all consistency checks can be just between two specifications.

We can thus define consistency as:

A set of viewpoint specifications are consistent if there exists a specification that is a refinement of each of the viewpoint specifications with respect to the identified refinement relations and the correspondences between viewpoints. This common development is called a unification.

As an example, consider the two simple pieces of behaviour, given as labelled transition systems in Figure 4.

Are these consistent? Well, it all depends on the notion of refinement used. If we use the LOTOS reduction relation or the CSP failures-divergence refinement relation, then they are not consistent since the first behaviour says that after an $a$ one must be able to do a $b$, but this behaviour isn't allowed by the second behaviour.

However, if one used a different refinement relation, say one that allowed the extension of traces (as in the LOTOS $ext$ relation), then these two behaviours are consistent, their unification is given in Figure 4. Thus what this very simple example illustrates is that consistency really is tied to the notion of development of refinement used. This issue is as relevant to UML as it is to ODP, without
knowing what valid refinements (or implementations) of state charts, sequence diagrams etc are we cannot hope to tackle consistency in UML with any meaning.

One natural consequence of the definition of consistency is that ("global") consistency between a set of viewpoints is not implied by consistency between all pairs of viewpoints in the set. Each pair of viewpoints may have a nonempty set of common refinements, but the intersection of those sets may still be empty. However, if we use the least unification (with respect to the refinement ordering) then it ensures that using unifications as the intermediate results, global consistency of a set of viewpoints can be established by a series of binary consistency checks, assuming a few reasonable restrictions on the refinement relations involved [10]. This is not the case if an arbitrary common refinement is selected as the unification.

As just indicated, different viewpoint specifications may be related to the unification by different refinement relations. For example, in ODP the LOTOS engineering viewpoint might be related by a conformance relation, while the Z computational viewpoint might be related by the Z refinement relation. Note also that the definition makes no reference to ODP or its particular viewpoints. We thus view this as a general definition which could be adopted as the basis for consistency within UML.

This perspective on consistency, that is, one that uses refinement as the key notion in development makes for a very behavioural focus for questions of consistency. This focus on behavioural consistency has consequences for UML. Such an approach is allied to a behavioural semantics where the semantics of a specification records only the pertinent aspects of behaviour rather than structured information or syntactic detail. All meaningful notions of semantics take such a view.

Consider, for example, the two UML specifications given in Figures 5. They describe the same behaviour, and therefore are consistent, a behavioural approach (to semantics and consistency) should record this rather than stressing the syntactic or structural differences.

Thus to adopt these ideas in a UML context we have to take the view that all that matters in a specification is its behaviour. Indeed most specification
notations take a behavioural view on semantics so, e.g., in a process algebra its semantics is precisely the aspects of behaviour that are observed, so get events in traces and not process structure. Although UML hasn’t got a settled formal semantics we believe that the behavioural approach to semantics and consistency is one of merit.

4 The behavioural approach

A central feature of our work is the use of formal methods and one motivation for employing a formal approach is that they enable consistency checking through analysis of the formal semantics of specifications. However, using formal methods also allows one to take a behavioural approach to consistency.

Consistency of viewpoint specifications is often only considered at the level of structural and syntactic consistency. However, for consistency to truly correspond to implementability, behavioural aspects must also be checked. For example, if we have a pair of viewpoints describing a particular object it is not sufficient just to know that the signatures of the pair of specifications are non-contradictory, but it is also necessary to know that both the order in which operations can be performed and the effects of performing those operations are non-contradictory.

Formal semantics give a behavioural interpretation of notations in a mathematical model, e.g., Z [32] is interpreted in ZF set theory and LOTOS [5] is interpreted as labelled transition systems or trace/refusal models. Consequently, through formal semantics the behavioural consistency of specifications written in formal notations can also be checked.

Indeed, besides a definition of consistency, we have also investigated methods for constructively establishing consistency [6]. This involves defining algorithms which build unifications from pairs of viewpoint specifications. An important notion in this context is that of a least developed unification. This is a unification such that all other unifications are refinements of it. Thus, it is the least developed of the set of possible unifications according to the refinements relations of the different viewpoints.

Unfortunately, it is not the case that least developed unifications can always be derived. In [6] properties that refinement relations must possess for such unifications to exist are investigated. In most cases refinement relations possess the

Fig. 5. Class diagram (with OCL annotations) and Statechart for a switch
required properties (in particular, for Z refinement, least developed unifications can always be constructed).

One immediate consequence of this is that for consistency checking to be defined in this many then the languages involved need a notion of development or refinement. Most languages have this, e.g., there are well-defined refinement relations for Z, LOTOS, SDL etc, however, there are obvious consequences for UML in this respect. In particular, well-defined notions of refinement for the languages used within UML are needed, since this is true for general software engineering reasons, work in this direction will produce as a side-effect beneficial consequences for the consistency checking work.

Based on the formal definitions of consistency and unification above, we have developed several consistency checking techniques for and between specifications written in different languages. Doubtless some of this work could be ported to the UML context.

**Consistency in LOTOS** What makes viewpoint consistency checking in LOTOS a particularly challenging task is the existence of a large collection of refinement relations. These characterise different ways in which LOTOS specifications can be viewed as partial specifications, with refinement being e.g., conformance, functionality extension, or reduction of non-determinism. We have defined unification and consistency checking strategies for the spectrum of these relations [33, 34].

Furthermore, using this characterisation we can check the consistency of LOTOS specifications. We do this by generating the unification of source specifications using the above principle and if this unification is well formed (a set of well defined criteria exist to check this) then the original descriptions were consistent.

However, although this gives us an algorithm for consistency checking, it is performed completely at the semantic level. In particular, the resulting unification will at worst be a semantic model and will at best be a LOTOS specification with no high level structure (in LOTOS terminology, conforming to the monolithic specification style).

**Consistency in Z and Object-Z** For Z as a viewpoint specification language we have so far assumed the established states-with-operations specification style, with an eye towards encapsulation of these in object-oriented variants of Z [16]. The Z unification techniques described in [4] operate on two viewpoints at the same level of decomposition.

A unification of two viewpoints is constructed in two phases. In the first phase ("state unification"), a unified state space (i.e., a state schema) for the viewpoints has to be constructed. The essential components of this unified state space are the correspondences between the types in the viewpoint state spaces. At this stage we have to check that a condition called *state consistency* is satisfied. The viewpoint operations are then adapted to operate on this unified state.
In the second phase, called operation unification, pairs of adapted operations from the viewpoints which are linked by a correspondence have to be combined into single operations on the unified state. This also involves a consistency condition (operation consistency) which ensures that the unified operation is a refinement of the viewpoint operations. A similar procedure also needs to be executed for the initialisations of the viewpoints, and the adapted initialisations together need to be satisfiable. Automation of the checking of the consistency condition is possible to a large extent.

Relating different notations We have also considered comparing viewpoints written in LOTOS and Object-Z. This was interesting since it requires a bridge to be built between completely different specification paradigms. Although both languages can be viewed as dealing with states and behaviour, the emphasis differs between them. Our solution for consistency checking between these two languages was to exploit a behavioural interpretation of Object-Z.

Object-based languages have a natural behavioural interpretation, and there is a strong correlation between classes in object-oriented languages and processes in concurrent systems (see for example [35, 21, 30]). We used this correlation as the basis of a translation between the two languages, which was verified by defining a common semantics for LOTOS and Object-Z.

The ADT component of a LOTOS specification is translated directly into the Object-Z type system. To translate the behavioural aspect of a LOTOS specification we map each LOTOS process to an Object-Z class. Adopting this approach allows a natural mapping to be identified between many of the behavioural constructs in the two languages, for example, we find that process instantiation in LOTOS corresponds naturally to object instantiation in Object-Z.

To map a LOTOS process to an Object-Z class their observable atomic actions are related, i.e., events in LOTOS and operations in Object-Z. Therefore the translation will map each LOTOS action into an equivalent Object-Z operation schema. The Object-Z operation schemas have appropriate inputs and outputs to perform the value passing defined in the LOTOS specification. In addition, each operation schema includes a predicate to ensure that it is applicable in accordance with the temporal behaviour of the LOTOS specification.

The translation is given in [15], where it is verified against a common semantic model of the two languages. This model is based upon the semantics for Object-Z described in [30], which effectively defines a state transition system for each Object-Z specification. This model is used as a common semantic basis by embedding the standard labelled transition system semantics for LOTOS into it in an obvious manner. This provides a basis by which we can verify that the translation is correct, i.e., that the meaning of a term in one language is (bisimulation) equivalent to the meaning of that term after translation. [15] verifies the translation in detail.

Specifications, now written in a single language can be checked for consistency by using mechanisms to unify two or more specifications as sketched above.
The key component of the consistency checking strategy presented here is to be able to identify common refinements of multiple viewpoints with respect to the correspondences between the viewpoints. Such refinements can also be viewed as common models for the collection of viewpoints. These common models will typically be expressed in terms of the most primitive entities in the viewpoints. However, finding a suitable set of primitives is not always possible. In particular, different ODP viewpoints occur at different levels of abstraction, thus identifying one-to-one correspondences is almost certain to be impossible in general.

This difficulty raises many questions about how the viewpoints are specified, how to document the correspondences and how to deal with changes in the level of abstraction between viewpoints. General viewpoint models have great difficulty dealing with correspondences, having to use similarity checking [19] or low level common models [36]. However, because ODP has a fixed set of viewpoints with predetermined roles, more specific guidance can be provided for establishing correspondences. Similar leverage should be possible for UML given the known set of notations which are likely to be used. But it is also necessary to determine how best to describe the correspondences between the different aspects of a complete UML specification.

5 The challenge for UML

As we have discussed above there are a number of possible existing techniques for consistency checking partial specifications akin to those listed above. For example, consistency checking might involve a transformational approach or use a common semantics or construct unifications which are common refinements of related viewpoints.

We comment on each of these in turn.

5.1 Transformation

A transformational approach is concerned with checking consistency by translating one specification into another, e.g., the LOTOS to Z translation mentioned above. In order to do this one really needs a combined semantics in order to verify that the translation is correct.

Such a transformational approach is not necessarily applicable to all aspects of UML. This is because it is not clear that there is a single notation within UML that can encompass all concerns (indeed if there was UML wouldn’t be composed of multiple notations). For example, it is relatively easy to translate between collaboration and sequence diagrams, both providing the designer with alternative ways to represent essentially the same behaviour.

Given a situation like that, appropriate consistency checks, defined for the particular notation, could then be applied. Thus this gives rise to a further issue for UML: namely defining consistency checks for the individual diagrammatic notations. As described above, this should be defined via appropriate refinement relations in the language concerned, and we comment on this below.
However, it is not always the case that a transformation is feasible. For example, it is not clear that information in all the UML diagrams could be transformed into a single diagram that is part of UML. Thus transformations are likely to be useful for defining consistency checks between particular diagrams, but they will not provide a complete solution to the problem.

5.2 Common semantics

One might wonder if a symmetric strategy, translating both viewpoint specifications to some common model might not be better. However, such models are necessarily at a semantic level, bringing in the problems of consistency checking at the semantic level as described above. Our experience suggests that in effect using the more expressive abstract notation as a common model is more effective.

However, what a common semantics can achieve is that it provides a basis by which to define refinement in UML, and this can then provide a practical consistency checking strategy. In terms of UML there is much work in this direction, as a single example we consider the work of Davies and Crichton [13].

In their work Davies and Crichton are concerned with providing a formal behavioural semantics to parts of UML. [13] shows how a semantics can be given to class, object and state diagrams by using the semantic model of CSP. This then induces refinement relations in UML based upon those in CSP.

For example, consider the class, object and sequence diagram given in Figure 6 (this example is taken from [13]).

The sequence diagram specifies that one particular trace is a desirable behaviour of the system, and thus they derive a trace in the CSP semantics that represents this information:

\[ \text{in.m, message.m, out.m, ack, ready} \]

In a similar, but slightly more complicated, way [13] derives the set of allowable traces from the object diagram.

A common semantics has thus been derived based, here, upon the traces model of CSP. More discriminating models in CSP can also be used, in particular, the failures-divergences model can capture information not present in a trace model, and which semantic model is used will depend on which and how the UML diagrams are put together.

With a common semantic model in CSP, the final piece in the consistency jigsaw is to use CSP refinement to define refinement for UML diagrams. This is defined in the obvious fashion: one UML specification is a refinement of another, if they are CSP refinements when mapped into the common semantics. Using different CSP refinement relations (trace, failures-divergences etc) allows one to define different refinement relations in UML which can be used as necessary.

It is then possible to show that the sequence diagram given above is indeed consistent with the object diagram (using the trace refinement relation).

This is but one example of relevant work in this area. There is much more to be said about a common semantic model for UML, but this is not the forum
The class diagram

The object diagram

The sequence diagram

Fig. 6. A small fragment of UML specification

to do so. The point we are trying to make, however, is that common semantic models provide a means by which to define consistency and possible even develop tool support. Other common semantic models would provide similar frameworks, for example, Jurjens [26] defines a common semantic model using Abstract State Machines. He then uses this to define a notion of refinement for diagrams written in UML, again opening up the way to achieve consistency checking via finding common refinements.

However, the challenge for UML is to accept a common semantic framework. This will clearly not be easy since there may be competing forces, and it might even be the case that different semantic models are used.

5.3 Defining consistency

In fact, one can approach the definition of consistency from a number of angles. Starting with either a definition of conformance, a definition of refinement or a semantic model, consistency can be defined in a number of equivalent ways.

For example, given a notion of conformance between a UML specification $S$ and a program $P$, denoted $conf(P, S)$, then a definition of consistency can be given as: $consistent(S_1, S_2) = \exists P : conf(P, S_1) \land conf(P, S_2)$

Alternatively, as we have seen a notion of refinement between specifications generates a definition of consistency. If the refinement of one specification into
another is denoted \( r f(S_1, S_2) \), then a definition of consistency can be given as:
\[
\text{consistent}(S_1, S_2) = \exists S_3 . r f(S_3, S_1) \land r f(S_3, S_2)
\]

In fact, a notion of conformance can be used to generate the definition of refinement (which shows the definitions of consistency are equivalent) as:
\[
rf(S_1, S_2) = \forall P . con f(P, S_2) \Rightarrow con f(P, S_1)
\]

Finally, a common semantic basis for UML would provide a set of models of a UML specification, \( mod(S) \). Consistency between specifications can then be defined as finding a common model: \( \text{consistent}(S_1, S_2) = \exists S_3 . S_3 \in \text{mod}(S_1) \cap \text{mod}(S_2) \)

These definitions show, via a simple use of formalism, that there are a number of approaches to consistency, all of which turn out to be equivalent. The definition we have used in our work on ODP is that based upon a common refinement. Whichever approach UML took, much of the above existing work could be re-used.

6 Conclusions

In this paper we have tried to sketch how some of the existing work on consistency checking could be applied to a UML context. In reviewing the existing work there are a number of points around which the techniques are based.

Firstly, a specification in one viewpoint may need to be translated into a specification in another viewpoint. Clearly with UML such translation techniques may need to transform specifications from one notation into another.

Secondly, a collection of partial specifications may sometimes be integrated into one specification by a technique called unification. Each partial specification presents a partial description of the implementation. However, the ultimate aim is to develop an implementation that satisfies all partial specifications. At some stages during the development process it will therefore be necessary to compose different specifications in order to obtain an integrated view of the system to be developed.

Refinement plays an important part in consistency checking, but since a well-defined notion of refinement is necessary from a software engineering perspective anyway, this does not pose any additional burden on UML.

Finally, specifications are consistent with each other whenever it is possible to find at least one implementation that satisfies them simultaneously. Finding a common refinement is a sufficient consistency check. Consistency is also closely related to unification. Specifications can only be unified successfully if, and only if, they are consistent.

Existing work is tackling some of the issues necessary to realise these approaches to consistency, but if we have one conclusion, it is that we hope the UML community will re-use much of the foundational and practical work on viewpoints since some useful and relevant techniques have been worked upon for some years.
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